**الفصل الرابع عشر**

**كتابة تطبيقات متعدّدة المهامّ**

**Writing Multithreaded Applications**

**·** [**ما هي العمليّات الفرعيّةThreads ؟:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\01-%20ما%20هي%20العمليّات%20المستقلّة.htm)

**·** [**إنشاء عمليّة فرعيّة Thread:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\02-%20إنشاء%20عمليّة%20مستقلّة.htm)

**·** [**نافذة العمليّات الفرعيّة Threads window:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\03-%20نافذة%20العمليّات%20المستقلّة.htm)

**·** [**العمليّات الخلفيّة Background، والرئيسيّة Foreground:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\04-%20العمليّات%20الخلفيّة.htm)

**·** [**وسائل العمليّة الفرعيّة:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\05-%20وسائل%20العمليّة%20المستقلّة.htm)

**·** [**حول استخدام العمليّات الفرعيّة:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\06-%20حول%20استخدام%20العمليّات%20المتعدّدة.htm)

**·** [**النموذج سريع التحميل:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\07-%20النموذج%20سريع%20التحميل.htm)

**·** [**التحكّم في العمليّات:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\08-%20التحكّم%20في%20العمليّات.htm)

**·** [**منبّه العمليّات Thread.Timer:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\09-%20منبّه%20العمليّات.htm)

**·       [العمليّات الآمنة:](file:///C:\\Users\\Administrator\\Desktop\\vb.net\\d-%20%20مواضيع%20متقدّمة\\14-%20المهامّ%20المتعدّدة\\14-%20المهامّ%20المتعدّدة\\10-%20العمليّات%20الآمنة.htm)**

**·** [**التعامل مع الأدوات من العمليّات الفرعيّة:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\11-%20التعامل%20مع%20الأدوات%20من%20العمليّات%20المستقلّة.htm)

**·** [**الاتصال بالعمليّة الفرعيّة:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\12-%20الاتصال%20بالعمليّة%20المستقلّة.htm)

**·** [**إيقاف العمليّة انتظارا لحدث ما:**](file:///C:\Users\Administrator\Desktop\vb.net\d-%20%20مواضيع%20متقدّمة\14-%20المهامّ%20المتعدّدة\14-%20المهامّ%20المتعدّدة\13-%20إيقاف%20العمليّة%20انتظارا%20لحدث%20ما.htm)

**ما هي العمليّات الفرعيّة؟:**

تعتمد فكرة نظام تشغيل الويندوز على منح المستخدم القدرة على التعامل مع عدد كبير من البرامج في نفس الوقت.. ولكن كيف يمكن أن يحدث ذلك رغم أنّ للكمبيوتر مشغّلا دقيقا Micro-processor واحدا، لا يستطيع أن يقوم بأكثر من عمليّة واحدة في نفس الوقت؟

الفكرة كالتالي: إنّ الويندوز يقسّم البرامج إلى مجموعات من العمليّات Processes، كلّ عمليّة منها لها رقمها وموقعها في الذاكرة وقيم متغيّراتها الخاصّة بها، ولها أولويّة في التنفيذ Priority.. وكلّ ما يحدث، هو أن يتمّ تقسيم وقت التنفيذ بين هذه العمليّات بما يتناسب مع أولويّة كلّ عمليّة.. فالعمليّة الأكثر أولويّة تأخذ جزءا أكبر من الوقت لتنفيذها.. فإذا انتهى جزء الوقت الخاصّ بها، انتقل التنفيذ لجزء آخر من عمليّة أخرى، ثمّ أخرى، حتّى آخر عمليّة.. بعد هذا يعود الكمبيوتر ليواصل تنفيذ جزء آخر من أوّل عمليّة، فالثانية فالثالثة وهكذا، حتّى يتمّ الانتهاء من هذه العمليّات جميعا.

وطبعا لا تشعر أنت بأيّ من هذا، فالوقت المخصّص لتجزئة العمليّات هو أجزاء ضئيلة من الثانية.

ليس هذا فحسب.. بل يمكن تقسيم كلّ عمليّة Process إلى عمليّات فرعيّة Threads، بحيث يمكن أن ينفّذ البرنامج أكثر من مهمّة في نفس الوقت.

وسيتساءل مبرمج VB: جميل.. ولكن ما دخلي أنا بكلّ هذا؟.. كلّ ما عليّ فعله هو كتابة برنامجي، وعلى نظام التشغيل أن يفعل عند تنفيذه ما حلا له.

معك حقّ، وهذا هو الوضع في معظم البرامج التي ستكتبها.. ولكنّ الجديد هنا، هو أنّ VB.Net يمنحك القدرة على تقسيم برنامجك نفسه إلى عمليّات فرعيّة Threads.. إنّ هذا معناه أن مستخدم برنامجك يمكنك أن ينفّذ أكثر من عمليّة معا في نفس الوقت.

ما زلت تشعر بعدم أهمّيّة ما أقول؟

حسنا.. افترض أنّك كتبت برنامجا ينفّذ عمليّة طويلة، مثل ضغط ملفّ كبير الحجم مثلا.. في هذه الحالة سيكون على مستخدم برنامجك أن يضع يده على خدّه، وينتظر حتّى تنتهي هذه العمليّة، دونَ أن يستطيع أن يفعل أيّ شيءٍ آخر ببرنامجك.. هنا تأتي فائدة تعدّد العمليّات Multithreading، فلو جعلت ضغط الملفّ عملية فرعيّة (بالأولويّة التي تريدها)، فسيتمّ إجراؤها في خلفيّة البرنامج، بينما سيكون بإمكان المستخدم في هذه الحالة أن يواصل استخدام برنامجك، فيقوم بعرض ملفّات أخرى وقراءتها أو تحريرها.. إلخ.. وعندما تنتهي عمليّة ضغط الملفّ، سيتمّ إخبار برنامجك بذلك، لتعرض للمستخدم أيّ رسالة تفيد بانتهاء العمليّة.

أعتقد أنّك قد بدأت تهتمّ.. جميل.. تعال معي نتعرّف في هذا الفصل على كيفيّة كتابة المهامّ المتعدّدة، فلربّما تحتاج لهذه الإمكانيّة الرائعة في تطبيقاتك.

ولكن عليك أن تلاحظ أولا، أنّ تقسيم البرنامج إلى عمليّات فرعيّة ليس جائزا في كلّ الأحوال، فمثلا، لو كنت تقوم بإجراء عمليّة على صورة معيّنة ـ كعكس ألوانها مثلا ـ فليس من المنطقيّ أن تسمح للمستخدم بأداء عمليّة أخرى على نفس الصورة في نفس اللحظة، وإلا فسيحصل على نتائج عبارة عن "لخبطة"!!

دُعَّ عنّا الكلام، وتعالَ نرى مثالا بسيطا.

**إنشاء عمليّة فرعيّة Thread:**

عندما تعرض للمستخدم رسالة ـ باستخدام الدالة MsgBox ـ فإنّ البرنامج يتوقّف عن الاستجابة لك إلى أن تغلق هذه الرسالة.. ما رأيك أن نجرّب عرض الرسالة كعمليّة فرعيّة، لنرى ماذا سيحدث؟

أوّل خطوة هي أن تبدأ بتعريف الإجراء الذي ستنفّذه العمليّة.. هذا الإجراء يجب ألا تكون له أيّ معاملات:

**Private Sub BackgroundProcess()**

**MsgBox("هذه عمليّة فرعيّة ولا تؤثّر على البرنامج الأصليّ")**

**End Sub**

والآن نريد جعل هذا الإجراء مهمّة فرعيّة.. ابدأ بكتابة جملة الاستيراد التالية في بداية الملفّ:

**Imports System.Threading**

والآن ها هو ذا الكود الذي يستدعى الإجراء BackgroundProcess كعمليّة فرعيّة:

**Private Sub Button1\_Click(ByVal sender As System.Object, \_**

**ByVal e As System.EventArgs) Handles Button1.Click**

**' عرّف متغيّر للعمليّة**

**Dim t As Thread**

**' أرسل لهذه العمليّة عنوان الإجراء الذي ستنفّذه**

**t = New Thread(AddressOf BackgroundProcess)**

**' ابدأ تنفيذ العمليّة**

**t.Start()**

**End Sub**

الآن جرّب تشغيل هذا الكود في مشروع MsgThread.. ستكتشف أنّك تستطيع الانتقال بينَ النموذج والرسالة بلا عوائق.. ولو ضغطت الزرّ مرّة أخرى، فسيتمّ عرض رسالة ثانية!

![](data:image/jpeg;base64,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)

ليس هذا فحسب، بل إنّك تستطيع إغلاق النموذج دونَ أن يتم إغلاق الرسالة!.. شيء طبيعيّ، فكلاهما عمليّة مستقلّة تماما عن الأخرى.. وطبعا لن ينتهي تنفيذ البرنامج ما دامت إحدى عمليّاته ما زالت تعمل.. لهذا لو أردت إغلاق البرنامج نهائيّا، فعليك أن تغلق كلّ الرسائل المعروضة على الشاشة.

أضف زرّا جديدا للنموذج، واستخدمه لعرض رسالة عاديّة:

**Private Sub Button2\_Click(ByVal sender As System.Object, \_**

**ByVal e As System.EventArgs) Handles Button2.Click**

**MsgBox("أغلق هذه الرسالة أولا")**

**End Sub**

ستجد أنّ عرض هذه الرسالة التقليديّة سيمنعك من التعامل مع النموذج، ولكنّه لن يؤثّر على تعاملك مع الرسالة المعروضة من العمليّة الفرعيّة.

**نافذة العمليّات الفرعيّة Threads window:**

إذا أردت متابعة العمليّات الفرعيّة وهي تنفّذ، فافتح نافذة العمليّات الفرعيّة من قائمة Debug بضغط الأمر Threads.. بهذا يمكنك في أثناء وقت التوقّف Break Time أن تعرّف العمليّة التي يتمّ تنفيذها حاليّا.

**العمليّات الخلفيّة Background Threads، والعمليّات الرئيسيّة Foreground Threads:**

هذان النوعان من العمليّات متماثلان، إلا في شيءٍ واحد: العمليّة التي يتمّ تنفيذها في خلفيّة البرنامج لا يمكن أن تستمرّ بمفردها، لهذا إذا تمّ إنهاء كلّ العمليّات الرئيسيّة، فإنّ العمليّات الخلفيّة سيتمّ إنهاؤها في الحال وإغلاق البرنامج.

ولكي تحدّد نوع العمليّة، يمكنك استخدام الخاصيّة IsBackground، فلو جعلتها True فسيتمّ تنفيذ العمليّة في الخلفيّة، ولو جعلتها False فستصبح العمليّة عمليّة رئيسيّة، وهو الوضع الافتراضيّ للعمليّات التي تبدأها.

الآن لو عدّلت كود البرنامج السابق لتظهر الرسالة كعمليّة خلفيّة، فسيتمّ إغلاقها عند إغلاق البرنامج:

**Private Sub Button1\_Click(ByVal sender As System.Object, \_**

**ByVal e As System.EventArgs) Handles Button1.Click**

**Dim t As New Thread(AddressOf BackgroundProcess)**

**' اجعل هذه العمليّة تتمّ في خلفيّة البرنامج**

**t.IsBackground = True**

**t.Start()**

**End Sub**

**وسائل العمليّة الفرعيّة:**

**ابدأ Start:**

تبدأ تنفيذ العمليّة.

**إجهاض Abort:**

لإنهاء تنفيذ العمليّة.. وبعد أن تفعل ذلك، لا تحاول استكمال تنفيذ العمليّة أو بدئها مرّة أخرى، فإنّها ستكون قد انتهت تماما ولن تحصل إلا على خطإ!.. في هذه الحالة عليك أن تعيد تعريف العمليّة مرّة أخرى وبدئها من جديد.. ولا يعني ذلك أنّك ستضطرّ لأن تعرّف متغيّرا جديدا.. يكفي أن تضع في نفس المتغيّر نسخة جديدة من العمليّة كالتالي:

**متغيّر العمليّة = New Thread(AdressOf إجراء العمليّة)**

**تأجيل Suspend:**

لإيقاف العمليّة مؤقّتا.

**إكمال Resume:**

لإكمال العمليّة التي تمّ إيقافها.

**تعطيل Sleep:**

لإيقاف العمليّة للعدد الذي تريده أنت من أجزاء الثانية Milliseconds.. لاحظ أنّك لا تستطيع إنهاء العمليّة بينما هي متوقّفة، لهذا يجب أن تعيدها للعمل أولا، قبل أن تقوم بإنهائها.

**متواصل Join:**

لتنفيذ العمليّة الفرعيّة الحاليّة باستمرار لوقت تحدّده أنت أو لحين انتهائها، على حساب إيقاف العمليّة الأصليّة أثناء ذلك.. ويمكن الاستفادة من هذه الوسيلة في شيء هامّ: فمجرّد استدعاء الدالة Abort قد لا ينهي العمليّة في الحال وقد يستهلك بعض الوقت.. فلو أردت أن تتأكّد من أنّ العمليّة قد انتهت نهائيّا قبل مواصلة الكود، فاستخدم الوسيلة Join في السطر التالي مباشرة للسطر الذي يستدعي الوسيلة Abort.

**Th.Abort()**

**Th.Join()**

**حول استخدام العمليّات المتعدّدة:**

لا تحاول أن توقع نفسك في العنت، بمحاولة استخدام العمليّات الفرعيّة في كلّ تطبيق تكتبه، لمجرّد أنّ هذه الإمكانيّة متاحة، فوجود أكثر من عمليّة في برنامجك سيعقّد عمليّة تصحيح الأخطاء Debugging، هذا بخلاف البطء الذي سيلمّ بالبرنامج نتيجةً لتنفيذ أكثر من عمليّة في نفس الوقت، فانتقال نظام التشغيل بين عمليّة وأخرى Context Switching عمليّة معقّدة، وتستهلك بعض الوقت.. فلا تحاول التمادي في تشغيل عدد كبير من العمليّات في برنامجك.

ولكنّ هناك مواقف ستحتاج فيها لاستخدام عمليّات فرعيّة، مثل تحريك مجموعة من الأشكال على نموذج، بحيث يكون كل منها مستقلا عن الآخر في حركته.. في هذه الحالة يمكنك تنفيذ الكود الذي يحرّك كلّ شكل في عمليّة فرعيّة.. لاحظ أن مبرمجي VB6 كانوا يحلّون هذه المشكلة باستخدام المنبّه Timer، فكانوا يجعلون لكلّ واحد من الأشكال منبها مستقلا مسئولا عن تحريكه.

موضع آخر لاستخدام العمليّات الفرعيّة، هو عندما تريد أن تسمح للمستخدم بإنهاء الجمل التكراريّة الطويلة.. فإمّا أن تكتب داخل الجملة التكراريّة تعبير Application.DoEvents للسماح للتطبيق بالاستجابة لأحداث الفأرة ولوحة المفاتيح.. في هذه الحالة لو ضغط المستخدم زرّ إلغاء العمليّة، فسيتمّ تغيير قيمة أحد المتغيّرات ليشير إلى هذا.. مثلا:

**Abort = True**

في هذه الحالة يجب أن يكون السطر التالي لتعبير DoEvents هو السطر التالي:

**If Abort Then Exit For**

هذه طريقة.. الطريقة الأخرى هي تنفيذ الجملة التكراريّة كعمليّة فرعيّة، وعند ضغط زرّ الإلغاء يتمّ إنهاء العمليّة باستدعاء الوسيلة Abort.. واضح أنّ هذه الطريقة أبسط من الطريقة الأولى، هذا بخلاف أنّ DoEvents تمثّل عبئا على البرنامج وقد تتسبّب في بطئه.

**النموذج سريع التحميل:**

لو كان على برنامجك أن يقوم بتحميل كمّيّة كبيرة من البيانات قبل أن يعرض النموذج الرئيسيّ، ففي هذه الحالة سينتظر المستخدم لفترةٍ طويلة قبل أن يستطيع استخدام البرنامج.. أحد الحلول الطريفة لهذه المشكلة هو تحميل البيانات في عمليّة فرعيّة، بحيث تظهر النافذة الرئيسيّة للبرنامج أولا، بينما ما زال تحميل البيانات يتمّ في الخلفيّة.. لاحظ أنّ استخدام المنبّه Timer في هذه الحالة لن يجدي، لأنّ المنبّه يتوقّف تماما عن العمل إذا كان البرنامج مشغولا في تنفيذ إجراء ما، ولا يعود للعمل إلا بعد انتهاء الإجراء.

وفي المثال التالي سنرى كيف نحمّل نموذجا عليه قائمة بها مئة ألف عنصر.. طبعا هذا رقم ضخم، ولو جرّبت تحميله في حدث تحميل النموذج، فسيستغرق النموذج وقتا طويلا قبل أن يظهر.. لهذا فسنحمّل هذه العناصر في عمليّة فرعيّة:

**Private Sub FillList()**

**Dim i As Integer = 1**

**For i = 1 To 100000**

**ListBox1.Items.Add("Item: " + i.ToString)**

**Next**

**MsgBox("done!")**

**End Sub**

الآن يمكننا أن نطلق عمليّة ملء القائمة من حدث تحميل النموذج:

**Private Sub Form1\_Load(ByVal sender As System.Object, \_**

**ByVal e As System.EventArgs) Handles MyBase.Load**

**Dim bgThread As New Thread(AddressOf FillList)**

**bgThread.Start()**

**End Sub**

وعند ضغط أيّ عنصر، ستظهر رسالة تمثّل رقم العنصر في القائمة:

**Private Sub ListBox1\_SelectedIndexChanged(ByVal sender As Object, \_**

**ByVal e As System.EventArgs) \_**

**Handles ListBox1.SelectedIndexChanged**

**MsgBox(ListBox1.SelectedIndex.ToString)**

**End Sub**

الآن جرّب تشغيل تطبيق FastLoad Form في مجلد برامج هذا الفصل.. سرعان ما سيظهر لك النموذج بينما القائمة ما زالت لم تمتلئ بكلّ العناصر.. ويمكنك أن تضغط أيّ عنصر لتظهر لك رسالة تحمل رقمه.. كلّ ذلك بينما ملء القائمة ما زال يترى.

**التحكّم في العمليّات:**

في تطبيق MovingImages يمكنك أن ترى كيفية استخدام العمليّات الفرعيّة Threads لتحريك ثلاثة من مربّعات الصور ImageBoxes رأسيّا على النموذج.. في هذا التطبيق ستتعلّم استخدام الخصائص التالية للعمليّات:

**حالة العمليّة ThreadState:**

تعيد لك هذه الخاصيّة الحالة التي عليها العمليّة الحاليّة.. وقيمها كالتالي:

|  |  |
| --- | --- |
| تمّ استدعاء العمليّة، ولكنّها لم تبدأ بعد. | Unstarted |
| بدأ تنفيذ العمليّة. | Running |
| تمّ إيقاف العمليّة لبعض الوقت، أو تمّت مواصلة العمليّة باستمرار لبعض الوقت. | WaitSleepJoin |
| مطلوب إيقاف العمليّة، ولكنّها لم تتوقّف بعد. | SuspendRequested |
| تمّ إيقاف العمليّة. | Suspended |
| يتمّ تنفيذ العمليّة. | Running |
| مطلوب إنهاء العمليّة، ولكنّها لم تنته بعد. | AbortRequested |
| تمّ إنهاء العمليّة. | Aborted |

**اسم العمليّة Name:**

تسمح لك هذه الخاصيّة بوضع اسم للعمليّة، كما تسمح لك بقراءة هذا الاسم فيما بعد.

**الأولويّة Priority:**

تحدّد هذه الخاصيّة الوقت الذي سيخصّص لتنفيذ أجزاء كلّ عمليّة.. وطبعا العمليّة ذات الأولويّة الأعلى هي التي تأخذ حظّا أكبر من غيرها في التنفيذ، بحيث يتمّ تنفيذها أسرع من أيّ عمليّة أخرى لها نفس الحجم ولكنّ أولويّتها أقلّ.. وتأخذ هذه الخاصيّة القيم التالية:

|  |  |
| --- | --- |
| Highest | أعلى أولويّة ممكنة. |
| AboveNormal | أولويّة فوق الأولويّة العاديّة. |
| Normal | أولويّة عادية. |
| BelowNormal | أولويّة أقل من العاديّة. |
| Lowest | أقل أولويّة ممكنة. |

كما يوضّح لك تطبيق MovingImages كيفيّة استخدام الخاصيّة Thread.CurrentThead للتعامل مع العمليّة التي يقوم الكمبيوتر بتنفيذها حاليّا.. استمتع بدراسة هذا المشروع.

**منبّه العمليّات Thread.Timer:**

هذا المنبّه يسمح لك باستدعاء أيّ دالّة كلّ فترة من الوقت، بمجرّد تمرير اسمها إلى المنبّه عند تعريفه.. هذه الدالة سيتمّ تنفيذها في عمليّة فرعيّة بخلاف تلك التي يوجد بها المنبّه.

طبعا هذا المنبه مختلف عن ذلك الذي عرفناه من قبل System.Windows.Forms.Timer، كما أنّ هناك نوعا ثالثا من المنبّهات تحت فضاء الاسم System.Timers.Timer، فلا ترتبك بين هذه الأنواع!

وفي المثال التالي ترى كيف نستدعي الإجراء CheckStatus كلّ ثانيتين.. هذا الاستدعاء سيبدأ بعد ثلاث ثواني من تشغيل المنبّه:

**Dim timer As Timer**

**Private Sub Form1\_Load(ByVal sender As System.Object, ByVal e \_**

**As System.EventArgs) Handles MyBase.Load**

**timer = New Timer(AddressOf CheckStatus, Nothing, 3000, 2000)**

**End Sub**

**Private Sub Form1\_KeyDown(ByVal sender As Object, ByVal e \_**

**As KeyEventArgs) Handles MyBase.KeyDown**

**If e.KeyCode = Keys.Escape Then**

**' إنهاء عمل المنبّه**

**timer.Dispose()**

**End If**

**End Sub**

**' لاحظ أنّ الإجراء الذي ستستدعيه لا بدّ أن يكون له معامل من النوع كائن**

**Shared Sub CheckStatus(ByVal state As Object)**

**MsgBox("Esc هذه الرسالة ستظهر كلَّ ثانيتين، إلى أن تضغط زر" + \_**

**vbCrLf + "ولكن اضغط النموذج أولا ليكون فعالا، حتّى يستقبل ضغطة الزرّ")**

**End Sub**

**العمليّات الآمنة:**

عند التعامل مع عمليّات فرعيّة مختلفة قد تحدثُ بعض المشاكل.. من هذه المشاكل التسابق على المعلومات Race Condition، فقد يحدث مثلا أنّ تحاول أكثر من عمليّة فرعيّة الكتابة في ملفّ واحد.. في هذه الحالة لن تكون النتائج مضمونة.

ولحلّ هذه المشكلة، يمكنك إجبار كلّ عمليّة على تنفيذ مقطع من الكود بالكامل، بحيثُ لا ينتقلُ التنفيذ إلى عمليّة أخرى قبل أن ينتهي تنفيذ هذا المقطع.. وبهذا يمكنك أن تضع جمل الكتابة في الملفّ في مقطع واحد، بحيث تنفّذ بالكامل ويتمّ إغلاق الملفّ أولا، قبل أن تسمح لأيّ عمليّة أخرى بالتعامل مع نفس الملفّ.

ولتحديد مقطع متزامن التنفيذ، ضعه بين جملتي SyncLock.. End SyncLock، مع وضع كائن قراءة الملفّ Stream بعد كلمة SyncLock، ليتمّ منع التعامل معه.

والمثال التالي يمنع أيّ عمليّة أخرى من التعامل مع النموذج، أثناء تنفيذ مقطع الكود:

**SyncLock Me**

**' كود التعامل مع النموذج**

**End SyncLock**

والمثال التالي يمنع أيّ عمليّة فرعيّة أخرى من التعامل مع الزرّ Button1، أثناء تغيير عنوانه:

**SyncLock (Button1)**

**button1.Text = "Something Else"**

**End SyncLock**

واضح طبعا أنّ الكائن الذي تحدّده في بداية مقطع جملة التنفيذ غير المتزامن، يتمّ قصر التعامل معه على العمليّة الفرعية الحاليّة، بينما يتم تعطيل باقي العمليّات التي تحاول التعامل معه، إلى أن يتمّ انتهاء مقطع التنفيذ المتزامن.

**نصائح هامّة:**

- لا تستخدم المقطع المتزامن إلا للضرورة القصوى، فزيادة عدد هذه المقاطع يؤثّر على كفاءة الأداء.

- لا تستدعِ أيّ عمليّات فرعيّة Threads أخرى من داخل مقطع متزامن التنفيذ، خاصّة لو كانت العمليّة الجديدة بدورها بها مقطع متزامن، فقد يوقعك هذا في دائرة مغلقة، ويجمّد تنفيذ البرنامج.

- إذا كان لديك أكثر من عمليّة فرعيّة تستخدم نفس الكائن (زرّ أو ملفّ أو ....)، فضع الكود الذي يستخدم هذا الكائن في مقطع متزامن، في كلّ عمليّة فرعيّة، بحيث تتجنّب أي نتائج غير متوقّعة.

إنّ تطبيق SyncLockMsgThread هو نفسه تطبيق MsgThread، ولكنّنا جعلنا عمليّة عرض الرسالة تحدث في مقطع متزامن التنفيذ.

جرّب هذا التطبيق.. اضغط زر "رسالة مستقلّة" ستظهر لك الرسالة.. لا تغلقها واضغط الزرّ مرّة أخرى.. ستكتشف أنّ الرسالة الثانية لن تظهر إلا إذا أغلقت الرسالة الأولى.. هذه هي الفكرة: أنّك تضمن عدم تنفيذ المقطع المتزامن أكثر من مرّة في نفس الوقت.

**التعامل مع الأدوات من العمليّات الفرعيّة:**

لا يمكن استخدام وسائل وخصائص أدوات الويندوز إلا من داخل العمليّة التي تنتمي إليها الأداة، وإلا فلن تضمن النتائج.. ولا يستثنى من هذا إلا الوسيلة CreateGraphics، فاستخدامها مباشرة عبر العمليّات المختلفة هو استخدام آمن.. ويمكنك التحقّق من قيمة الخاصيّة "وسيلة الاستدعاء مطلوبة" InvokeRequired، فلو كانت True، ففي هذه الحالة عليك أن تستخدم وسائل الاستدعاء غير المباشر التالية:

**بدء الاستدعاء BeginInvoke:**

تبدأ استدعاء إحدى وسائل الأداة، سواء من نفس عمليّتها أو من عمليّة أخرى.. وعند استدعاء هذه الوسيلة أرسل لها كمعامل مندوبا Delegate عن الوسيلة التي ستستدعيها.. كما يمكنك أن ترسل كمعامل ثانٍ مصفوفة من النوع Object تحتوي على قيم معاملات الوسيلة ـ إن وجدت.. اتبع معنا هذه الخطوات:

* ابدأ بتعريف Delegate يمثّل صيغة الوسيلة التي ستستدعيها، وكمثال:

**Public Delegate Sub XX (X As Integer, Y As Integer)**

* ثمّ عرّف متغيّرا من هذا المندوب:

**Dim CallXX As New XX(AddressOf MySub)**

حيث MySub هو اسم الإجراء الذي ستستدعيه.. ويشترط أن يكون متناسبا مع صيغة المندوب، بمعنى أن يكون له نفس عدد المعاملات وبنفس الأنواع.

* عرّف مصفوفة كائنات وضع فيها قيم المتغيّرات كالتالي:

**Dim args() As Object = {100, 200}**

* الآن يمكنك استخدام الوسيلة Invoke لاستدعاء الإجراء MySub كالتالي:

**Dim R As IAsyncResult = Me.BeginInvoke(CallXX, args)**

لاحظ أنّ استخدام كلمة Me يمكّنك من استدعاء وسائل وخصائص النموذج، سواء الأساسيّة منها أو التي عرّفتها أنت على أنّها عامّة Public.. ولو شئت استدعاء وسائل وخصائص أيّ أداة، فاستبدل اسم الأداة بكلمة Me، فكلّ الأدوات تمتلك وسائل الاستدعاء غير المباشر.

ما يجب أن تلاحظه، هو أنّه عند استدعاء هذه الوسيلة لن ينتظر البرنامج حتّى ينتهي تنفيذها، بل سيستمرّ تنفيذ ما يليها من كود.. أي أنّ هذه الوسيلة تنفّذ بطريقة غير متزامنة Asynchronous.. وتعيد هذه الوسيلة كائنا من النوع "واجهة النتيجة غير المتزامنة" IAsyncResult.

**إنهاء الاستدعاء EndInvoke:**

أرسل لهذه الدالة القيمة المعادة من الوسيلة BeginInvoke، لتعيد لك القيمة المعادة من الوسيلة التي تمّ استدعاؤها:

**Dim ReturnValue As Object = Me.EndInvoke( R )**

**استدعاء Invoke:**

هذه الوسيلة متزامنة Synchronous، بمعنى أنّها توقف البرنامج إلى أن يتمّ تنفيذ الوسيلة التي تستدعيها، بعد ذلك يتمّ مواصلة باقي الكود، وإذا كانت للوسيلة المنفّذة قيمة معادة، فإنّ بإمكانك استقبالها كقيمة معادة من الوسيلة Invoke.. ولا يمكنك استخدام Invoke إذا كانت الوسيلة المراد تنفيذها موجودة في نفس العمليّة.

ولاستخدام هذه الوسيلة اتبع نفس الخطوات السابق ذكرها مع الوسيلة BeginInvoke.. الفارق الوحيد أنّك لن تحتاج هنا لاستخدام الوسيلة EndInvoke، فالقيمة المعادة من الدالة ـ إن وجدت ـ ستعيدها لك الوسيلة Invoke مباشرة:

**Dim R As Object = Me.Invoke(CallXX, args)**

ويمكنك التدريب على استخدام الوسيلة Invoke في تطبيق Image Processing، في مجلّد برامج هذا الفصل، حيث جعلنا التأثيرات التي يتمّ إجراؤها على الصورة تنفّذ في عمليّة فرعيّة.. وأثناء تنفيذ العمليّة يجب استدعاء الإجراء ShowPixels لتحديث الصورة، والإجراء DoneProcessing للإعلان عن انتهاء التنفيذ.. ولاستدعاء هذين الإجراءين اتبعنا هذه الخطوات:

* تعريف Delegate لكلّ منهما:

**Public Delegate Sub ImageDisplayCallback(ByVal Y As Integer, \_**

**ByVal pixels() As Color, ByVal Refresh As Boolean)**

**Public Delegate Sub DoneProcessingCallback()**

* تعريف متغير من كلّ Delegate:

**Private CallShowPixels As New \_**

**ImageDisplayCallback(AddressOf ShowPixels)**

**Private CallDoneProcessing As New \_**

**DoneProcessingCallback(AddressOf DoneProcessing)**

* استخدام الوسيلة Invoke لاستدعاء الإجراء DoneProcessing عن طريق المتغيّر CallDoneProcessing:

**Me.Invoke(CallDoneProcessing)**

ولاستدعاء الإجراء ShowPixels يجب إعداد مصفوفة تحتوي على قيم معاملاته.. لهذا عرّفنا المصفوفة Args كالتالي:

**Dim args(2) As Object**

حيث وضعنا في الخانة الأولى قيمة المعامل الأوّل (وهو رقم الصفّ الذي سنحدّثه في الصورة):

**args(0) = i**

ووضعنا في الخانة الثانية مصفوفة نقاط هذا الصفّ:

**args(1) = pixels**

حيث pixels هي مصفوفة ألوان، تمّ تعريفها وملؤها في إجراء العمليّة (راجع التطبيق المشار إليه).

أمّا الخانة الثالثة فقيمتها True أو False على حسب رغبتنا في إنعاش الصورة المرسومة (كلّ عشرة صفوف).

وأخيرا استدعينا الإجراء ShowPixels كالتالي:

**Me.Invoke(CallShowPixels, args)**

**الاتصال بالعمليّة الفرعيّة:**

من الطبيعيّ أن تحتاج للاتصال بالعمليّة بعد تشغيلها، على الأقلّ حتّى تعرف متى ينتهي تنفيذها.. تعال نتعرّف على كيفيّة الاتصال بالعمليّة.

إن إجراء العمليّة لا يمتلك أيّ معاملات ولا يعيد أيّ قيمة.. ولحلّ هذه المشكلة، يمكنك أن تخصّص خليّة Class لكلّ عمليّة، وتجعل لها من الخصائص ما يمكّنك من قراءة البيانات من العمليّة وتمريرها إليها.. في هذه الخليّة ستعرّف أيضا حدثا يدلّ على انتهاء العمليّة.. هذه الخليّة هي التي ستحتوي على الإجراء الذي ينفّذ العمليّة، والذي من خلاله يجب أن تحدّث قيم خصائص الخليّة حتّى تستطيع قراءتها من برنامجك.. كما يجب أن يكون آخر سطر في هذا الإجراء هو حدث إطلاق حدث انتهاء العمليّة.. انظر للمثال التالي:

**Public Class ThreadedCalculator**

**Public Value1 As Double**

**Public Value2 As Double**

**Public Event ThreadComplete(ByVal result As Double)**

**Public Sub Calculate()**

**' كود العمليّة**

**If Value1 =قيمة معيّنة Then Value2 = القيمة الجديدة**

**RaiseEvent ThreadComplete(القيمة العائدة)**

**End Sub**

**End Class**

وقبل بدء العمليّة، يجب وضع قيمة الخاصيّة Value1 وبهذا فهي تعمل كأنّها معامل للعمليّة:

**Dim WithEvents TCalc As New ThreadedCalculator()**

**TCalc.Value1 = 99.09**

**Dim oThread As New Thread(AddressOf TCalc.Calculate)**

**OThread.Start()**

فإذا أردت أن تعرف قيمة الخاصيّة Value2 بعد انتهاء العمليّة، فعليك بقراءتها في حدث انتهاء العمليّة كما يلي:

**Sub ThreadHandler(ByVal result As Double) \_**

**Handles TCalc.ThreadComplete**

**Console.WriteLine("القيمة المعادة من العمليّة هي " & result.ToString)**

**End Sub**

ولمزيد من التدريب على استخدام العمليّات الخاصّة، افحص التطبيق Image Processing في مجلّد برامج هذا الفصل، وفيه ترى كيف طوّرنا نفس التطبيق الذي أنشأناه في الفصل الحادي عشر، ليقوم بأداء العمليّات على الصورة في عمليّة فرعيّة، ممّا يمنحنا القدرة على التعامل مع النموذج أثناء تنفيذ العمليّة، كما يمنحك القدرة على إلغاء العمليّة بضغط زر الإلغاء Esc من لوحة المفاتيح.

**إيقاف العمليّة انتظارا لحدث ما:**

رغم أنّ الطريقة السابقة سهلة، إلا إنّها قد ترهقك في كتابة كود طويل، خاصّة عندما يتعامل برنامجك مع عدد كبير من العمليّات.. لهذا فإنّ لديك طريقة أخرى قد تكون أصعب قليلا، ولكنّها تريحك من كتابة كود طويل.. حيث يمكنك أن تجبر العمليّة على انتظار انطلاق حدث ما، مثل انتهاء عمليّة أخرى، باستخدام الخليّة Thread.WaitHandle، التي تمتلك الوسائل التالية:

|  |  |
| --- | --- |
| WaitAll | انتظر حدوث جميع العناصر، الموجودة في المصفوفة التي ترسلها كمعامل. |
| WaitAny | انتظر حدوث أيّ عنصر من العناصر، الموجودة في المصفوفة التي ترسلها كمعامل. |
| WaitOne | انتظر حدوث حدث معيّن، من العناصر الموجودة في المصفوفة التي ترسلها كمعامل. |

ولكن ما هي تلك المصفوفة التي نرسلها كمعامل؟

هذه المصفوفة ستحتوي على عناصر من نوع خلايا خاصّة، مشتقّة من الخليّة WaitHandle، مثل AutoResetEvent و ManualResetEvent و Mutex.

وكمثال، لو أردت جعل عمليّة رئيسيّة تنتظر انتهاء كلّ العمليّات التي انطلقت من خلالها، اتبع الخطوات التالية:

1. عرّف خليّة للعمليّة، بحيث يقبل حدث إنشائها New معاملا من نوع الخليّة AutoResetEvent.

**Public Sub New(done As AutoResetEvent)**

1. اكتب الأمر التالي بحيث يكون آخر سطر في إجراء العمليّة:

done.Set()

إنّ استخدام الوسيلة Set يدلّ على أنّ العمليّة قد انتهت.. ويمكن استخدام الوسيلة Reset للإشارة إلى أنّ العمليّة قد عادت للعمل.

ها هو ذا كود الخليّة كاملا:

**Imports System.Threading**

**Class TClass**

**Private done As AutoResetEvent**

**Public Sub New(done As AutoResetEvent)**

**Me.done = done**

**End Sub**

**Public Sub TMethod()**

**' كود العمليّة ................................................**

**done.Set() ' العمليّة الحاليّة قد انتهت**

**End Sub**

**End Class**

3. عرّف مصفوفة من الخليّة AutoResetEvent عدد خاناتها مساوٍ لعدد العمليّات التي ستتعامل معها.

**Dim waitEvents(NorOfThreads - 1) As AutoResetEvent**

4. يجب أن تكون حالة العمليّة False عند بدايتها، للدلالة على أنّها لم تنتهِ بعد:

**waitEvents(i) = New AutoResetEvent(False)**

5. عند تعريف كل نسخة من خليّة العمليّة، أرسل لها كمعامل أحد عناصر المصفوفة waitEvents، حتّى يتمّ تغيير حالة العمليّة من خلال كود إجرائها:

**TClass = New TClass(waitEvents(i))**

6. الآن يمكنك إرسال المصفوفة waitEvents لأيّ وسيلة من وسائل الخليّة WaitHandle لجعل العمليّة الحاليّة تنتظر انتهاء بعض أو كلّ العمليّات الجديدة:

**WaitHandle.WaitAll(waitEvents)**

أعرف أنّ هذه الخطوات تبدو لك صعبة، ولكنّك سرعان ما ستألفها.

والآن تعال نكتب الإجراء الذي يطبّق الخطوات السابقة.. لاحظ أنّه مسبوق بالسمة Attribute المسمّاة MTAThread، حيث إنّ الحروف MTA هي اختصار لتعبير Multithreaded Apartment، ولن نخوض الآن في هذا الأمر، ولكن يكفيك أن تعلم أنّ كتابة هذه السمة أمر واجب!

**<MTAThread()> Shared Sub Main()**

**Dim NorOfThreads As Integer = 3**

**Dim waitEvents(NorOfThreads - 1) As AutoResetEvent**

**Dim ts As Thread**

**Dim TClass As TClass**

**Dim i As Integer**

**For i = 0 To NorOfThreads – 1**

**waitEvents(i) = New AutoResetEvent(False)**

**TClass = New TClass(waitEvents(i))**

**ts = New Thread(AddressOf TClass.TMethod)**

**ts.Start()**

**Next i**

**' انتظر انتهاء كلّ العمليّات.**

**WaitHandle.WaitAll(waitEvents)**

**End Sub**

وهناك طريقة بديلة لانتظار انتهاء كلّ العمليّات، هي استدعاء الوسيلة Join لكلّ عمليّة!

إنّ بحر العمليّات الفرعيّة Threads شاسع وعميق، ولا يمكن أن نمخر كلّ عُبابِه في هذا الفصل، لهذا فسنكتفي هنا بهذه النبذة التي تتناول بعض الأساسيّات البسيطة، وعلى من يريد الاستزادة أن يفرد شراعه ويبدأ رحلته بنفسه!